[Введение в Java FX (javarush.ru)](https://javarush.ru/groups/posts/2560-vvedenie-v-java-fx)

**Что такое JavaFX?**

JavaFX — это по сути инструментарий GUI для Java. Здесь будет небольшое отступление, и мы вспомним, что такое **GUI**: **Graphical user interface** — графический интерфейс пользователя — это разновидность пользовательского интерфейса, в котором все элементы (кнопки, меню, пиктограммы, списки) представленные пользователю на дисплее, выполнены в виде картинок, графики. В отличие от интерфейса командной строки, в GUI у пользователя есть произвольный доступ к видимым объектам с помощью устройств ввода. Зачастую элементы интерфейса реализованы в виде метафор и отображают их свойства и назначение для облегчение понимания пользователя. **JavaFX** нацелен на создание игр и настольных приложений на Java. По сути им заменят Swing из-за предложенного нового инструмента GUI для Java. Также, он позволяет нам стилизовать файлы компоновки GUI (XML) и сделать их элегантнее с помощью CSS, подобно тому, как мы привыкли к сетевым приложениям. JavaFX дополнительно работает с интегрированной 3D-графикой, а также аудио, видео и встроенными сетевыми приложениями в единый инструментарий GUI… Он прост в освоении и хорошо оптимизирован. Он поддерживает множество операционных систем, а также Windows, UNIX системы и Mac OS.

**Особенности JavaFX:**

* JavaFX изначально поставляется с большим набором частей графического интерфейса, таких как всякие там кнопки, текстовые поля, таблицы, деревья, меню, диаграммы и т.д., что в свою очередь сэкономит нам вагон времени.
* JavaFX часто использует стили CSS, и мы сможем использовать специальный формат FXML для создания GUI, а не делать это в коде Java. Это облегчает быстрое размещение графического интерфейса пользователя или изменение внешнего вида или композиции без необходимости долго играться в коде Java.
* JavaFX имеет готовые к использованию части диаграммы, поэтому нам не нужно писать их с нуля в любое время, когда вам нужна базовая диаграмма.
* JavaFX дополнительно поставляется с поддержкой 3D графики, которая часто полезна, если мы разрабатываем какую-то игру или подобные приложения.

Давайте немного пройдёмся по основным составляющим нашего окна:

* **Stage** — по сути это окружающее окно, которое используется как начальное полотно и содержит в себе остальные компоненты. У приложения может быть несколько stage, но один такой компонент должен быть в любом случае. По сути Stage является основным контейнером и точкой входа.
* **Scene** — отображает содержание **stage** (прям матрёшка). Каждый stage может содержать несколько компонентов — scene, которые можно между собой переключать. Внутри это реализуется графом объектов, который называется — Scene Graph (где каждый элемент — узел, ещё называемый как **Node**).
* **Node** — это элементы управления, например, кнопки метки, или даже макеты (layout), внутри которых может быть несколько вложенных компонентов. У каждой сцены (scene) может быть один вложенный узел (node), но это может быть макет (layout) с несколькими компонентами. Вложенность может быть многоуровневой, когда макеты содержат другие макеты и обычные компоненты. У каждого такого узла есть свой идентификатор, стиль, эффекты, состояние, обработчики событий.

Итак, давайте двигаться немного в сторону кода. Так как у меня юзается Java 8, мне не нужно подтягивать никакие зависимости, так как JavaFx по дефолту есть в JDK(как и в Java 9,10), но если у нас Java 11+, то нужно пойти в maven repository и стянуть оттуда зависимости.

**JavaFX: примеры использования**

Создаем обычный класс с методом main (точку входа):

**public** **class** AppFX **extends** Application {

**public** **static** **void** main(String[] args) {

Application.launch();

}

@Override

**public** **void** start(Stage primaryStage) **throws** Exception {

pivarySatge.show();

}

}

Тут наш класс наследуется от javafx.application.Application). В мейне вызываем статический метод Application — launch() для запуска нашего окна. Также у нас наша idea будет ругаться, на то что мы не реализовали метод Application — start, что мы в итоге и делаем. Для чего он нужен? А для того, чтобы можно было управлять свойствами (функционалом нашего окна). Для этого у нас используется входящий аргумент primaryStage, у которого мы вызываем метод show, чтобы можно было увидеть запускаемое окно в main.

Давайте немного заполним наш метод start:

**public** **void** start(Stage primaryStage) **throws** Exception {

primaryStage.setTitle("Dogs application");

primaryStage.setWidth(500);

primaryStage.setHeight(400);

InputStream iconStream =

getClass().getResourceAsStream("/images/someImage.png");

Image image = **new** Image(iconStream);

primaryStage.getIcons().add(image);

Button button = **new** Button("WOF WOF ???'");

button.setOnAction(e -< {

Alert alert = **new** Alert(Alert.AlertType.INFORMATION, "WOF WOF WOF!!!");

alert.showAndWait();

});

Scene primaryScene = **new** Scene(button);

primaryStage.setScene(primaryScene);

primaryStage.show();

}

Итак, что мы тут видим? Пробежимся построчно: 2 — задаем название самого окна(stage) 3,4 — задаем его размеры 6,7 — задаем путь читающего потока к файлу (иконке) ![Введение в Java FX - 5](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANcAAAA6CAIAAACsxVu+AAAEmElEQVR42u2bW08aQRiG/WEtlIM11FjSldVEqFJiDEp7UW9siGDTxBiSegAu8HRX4UZNer+/pP+ms8c5MDsssLIrvORNMwxzWLtPvndndr6lN8kUBEWrJfwXQAtK4Vn31tNJ63KrvIs7AQqjpNBWufoVNwMURkyhn3CHQOFo9fv9Z9nn4eEBFEIzorBc2ZVSuFOugEJodo58d38vIHh7dzeZI4+aa79tDNqdgWF098jXQrNv2B/ra3LjeOB8b1et9rSBW2ONcFwQyvywqnF8GkCRU/hJKwgU5rX1iSn89ycjiKfQ6Dc2RJ6qXbOy2jU6+0JjBiMKnIxCb1iTMLecCjYRFI/VycXVlYfg+fnFxKuTILHQAYKJc+aHYGHVUIDMr3boMrXXsYn0jYXMsLRXoImgmFCYXl55enoiCD4+PpLyNBSOioX+uFjSGgPHKMOkUDkRMIrPTk3z5CehsNE8mWanZoxYyNmoyIdVLzgyfaRzKomxSmxa6sjqiYBRbChMpDLXNzfk3ykpDBoLBa8kRmlSxa4h2AZML69ZpyuJhS52fqsc+UQQ3iNDoDBkKWMhBAohCBRCoBCCQCEECiEIFEKgEIJAIbJVQGEcKUS2CiiMC4WBTkXQw4UQKES2ChQrCqfMVjm9uj74fkRECqAQFEaTrVIobts1+tZ2AAr506xV55hWu+qcVDWY44N7HeYEF388rN9oyk56IxPlNVM4TbbKu+yyXUMKY1JoGIOm5p4ydOAzy8JJQa6LDZaF7NB5RGSivPbVycTZKiQETh4LC9Jj25Qqgz0YS2KeTS3bDJko80ThxNkqp+3rg8MjIlIIk0IuMUBNITJR5minJpRsldAoJIHQZo7LHJU6MjJR5ojCULJVwnNkd5Ex6LYHokf7rE6QiYL3yLOUjxFDoHB2Mjdx6DMiBApnJ7oRCLcFhRAohCBQCIFCCAKFECicM33Z/za8AQ4OQOFMEbSZA4WgMEoEQSEojB7BSCnM5lt6padXWqsZwIfVSXSxcEXvafk1kLeQFMYmWwoULjaFY/7kumdP10tWzdpqscfX2EiVnHpSmalpdoNiLeuMQ3vlcxyFo/vm6s50lfqKMFqxtkppFqfgiS95XbK0spb3u05uZFD4EhQmu38F+VJYytN779w8FkePJPchr5SnN9UsC8yZldavLIXqvsPhk16DhSxDMzcFd83OFMI1238ad53DI4PCF6Lw6jlxeJr8cU74e7tZUVFoxQY+VFA4SJSy7hlrr7IyEz7dkMbHQkVfl05L7mh0WaOYQu7+qmuWjgwKX4jChK59qKVz1VRycyfx61ZFYdILDNbNm5xCRWAL2Jc8G6gpFKaQUmg+YIDCWFCo/85sdtJEhbP0+8+pxMd1NYU2iK6Tso48ZLjystlryCWDUUgCocxMZY6smML9acQ1w5FnSKGNoKeNy7TquVB45KfeN8pJ2TLrmPUcs184sq+3uZjXW6JH+6xOJKav1zXJisrf/bE6idUaOd5SGfF0u0KBRgaFr3u/MByZmzijX8BMQmGwkUHh4opuYVYChavgFI47MiiE8O4EgkLXfwPIOMdVHK6cAAAAAElFTkSuQmCC)8 — создаем файл как объект Image, который связан с реальным файлом потоком передаваемым в конструкторе 9 — задаем иконку в верхнюю панель окна 11 — создаем объект кнопки 13-16 — задаем реакцию при нажатии кнопки 17 — создаем сцену, куда помещаем нашу кнопку 18 — сцену помещаем на наше общее окно 20 — задаем флаг видимости для окна И как результат получаем небольшое окошко, для приветствия наших любимых песелей:

Всё выглядит в разы проще, чем Swing, неправда ли? Но ещё не конец. Полностью писать весь код для отображения приложения, не есть хорошо, нужно его как-то делить, дабы сделать его более понятным (графические составляющие в одни корзинки, логику в — другие). И тут на сцену выходит xml…. О боже мой, xml? Именно. А конкретно — используется его специфичная реализация для JavaFX — FXML, в которой мы определяем графические компоненты приложения и их свойства (там всякие размеры и прочее), а после — связываем с контроллером, который и помогает управлять логикой. Давайте рассмотрим пример такого xml:

<?xml version="1.0" encoding="UTF-8"?>

<?language javascript?>

<?**import** javafx.scene.control.Button?>

<?**import** javafx.scene.control.Label?>

<?**import** javafx.scene.layout.VBox?>

<VBox xmlns="http://javafx.com/javafx" xmlns:fx="http://javafx.com/fxml"

id="Dogs application" prefHeight="200" prefWidth="300" alignment="center">

<Label text="Wow wow?"/>

<Button fx:id="mainButton" text="Greeting" onAction="buttonClicked()"/>

<fx:script>

function buttonClicked() {

mainButton.setText("Wow wow wow!!!")

}

</fx:script>

</VBox>

2 — язык сценариев который мы юзаем 4-6 — импортируемые данные 8-9 Vbox — контейнер, который размещает подкомпоненты в одной строке. 11 — выводим некий текст 13 — кнопка при нажатии которой мы юзаем метод описанный в скрипте на 15-18 строке Тут должен быть код вызова данного xml файла в методе start, но сейчас это не столь важно, и мы это опустим (ниже будет пример подтягивания данного файла). Итак, xml — это, конечно, хорошо (да не очень), вручную писать их очень заморочено, разве это не прошлый век?

**Знакомство с JavaFX SceneBuilder**

Именно на этом моменте на сцену выходит (барабанная дробь) — SceneBuilder В JavaFX **Scene Builder** — это инструмент, с помощью которого мы можем конструировать наши окна в виде графического интерфейса и после их сохранять, и эта программа на основании результата будет конструировать xml файлы, которые мы будем подтягивать в нашем приложении.

**Небольшое отступление. JavaFX уроки**

Детали установки я упущу, и подробное изучение данного инструмента тоже. Это темы, которые стоит изучить дополнительно. Поэтому всё же оставлю пару интересных ссылочек на JavaFX уроки: [раз](https://code.makery.ch/ru/library/javafx-tutorial/part1/) (онлайн учебник по JavaFX) и [два](https://o7planning.org/ru/10623/javafx-tutorial-for-beginners) (еще один неплохой туториал). Давайте немного пробежимся по небольшому примеру, который я набросал. В итоге у меня получилось, что-то вроде:

*(такое себе окошко для учёта собак)*

При выборе песеля и нажатии кнопки Delete, собака удаляется из нашего списка. При выборе четырехлапого друга и изменении его полей, а после нажатии кнопки Edit — инфа собачки обновляется. Когда нажимаем кнопку New, вылазит окошко для создания записи новой собаки (для начала её имени): После жмем Save и заполняем в первом окне остальные её поля, а затем жмём кнопку Edit для сохранения. Звучит несложно, верно? Давайте посмотрим, как это будем выглядеть у нас в приложении Java. Для начала, я просто оставлю здесь xml макеты для двух этих окон сгенерированных в SceneBuilder: **Первое(базовое):**

<?xml version="1.0" encoding="UTF-8"?>

<?**import** javafx.scene.control.Button?>

<?**import** javafx.scene.control.Label?>

<?**import** javafx.scene.control.SplitPane?>

<?**import** javafx.scene.control.TableColumn?>

<?**import** javafx.scene.control.TableView?>

<?**import** javafx.scene.control.TextField?>

<?**import** javafx.scene.layout.AnchorPane?>

<?**import** javafx.scene.layout.ColumnConstraints?>

<?**import** javafx.scene.layout.GridPane?>

<?**import** javafx.scene.layout.RowConstraints?>

<AnchorPane prefHeight="300.0" prefWidth="600.0" xmlns="http://javafx.com/javafx/8.0.171" xmlns:fx="http://javafx.com/fxml/1" fx:controller="com.tutorial.controller.BaseController">

<children>

<SplitPane dividerPositions="0.29797979797979796" prefHeight="300.0" prefWidth="600.0" AnchorPane.bottomAnchor="0.0" AnchorPane.leftAnchor="0.0" AnchorPane.rightAnchor="0.0" AnchorPane.topAnchor="0.0">

<items>

<AnchorPane minHeight="0.0" minWidth="0.0" prefHeight="160.0" prefWidth="100.0">

<children>

<TableView fx:id="dogs" layoutX="-2.0" layoutY="-4.0" prefHeight="307.0" prefWidth="190.0" AnchorPane.bottomAnchor="-5.0" AnchorPane.leftAnchor="-2.0" AnchorPane.rightAnchor="-13.0" AnchorPane.topAnchor="-4.0">

<columns>

<TableColumn fx:id="nameList" prefWidth="100.33334350585938" text="Nickname" />

</columns>

<columnResizePolicy>

<TableView fx:constant="CONSTRAINED\_RESIZE\_POLICY" />

</columnResizePolicy>

</TableView>

</children>

</AnchorPane>

<AnchorPane minHeight="0.0" minWidth="0.0" prefHeight="160.0" prefWidth="100.0">

<children>

<Label layoutX="49.0" layoutY="25.0" text="Person Details" AnchorPane.leftAnchor="5.0" AnchorPane.topAnchor="5.0" />

<GridPane accessibleText="erreererer" gridLinesVisible="true" layoutX="5.0" layoutY="31.0" AnchorPane.leftAnchor="5.0" AnchorPane.rightAnchor="5.0" AnchorPane.topAnchor="31.0">

<columnConstraints>

<ColumnConstraints hgrow="SOMETIMES" minWidth="10.0" prefWidth="100.0" />

<ColumnConstraints hgrow="SOMETIMES" minWidth="10.0" prefWidth="100.0" />

</columnConstraints>

<rowConstraints>

<RowConstraints minHeight="10.0" prefHeight="30.0" vgrow="SOMETIMES" />

<RowConstraints minHeight="10.0" prefHeight="30.0" vgrow="SOMETIMES" />

<RowConstraints minHeight="10.0" prefHeight="30.0" vgrow="SOMETIMES" />

<RowConstraints minHeight="10.0" prefHeight="30.0" vgrow="SOMETIMES" />

<RowConstraints minHeight="10.0" prefHeight="30.0" vgrow="SOMETIMES" />

</rowConstraints>

<children>

<Label prefHeight="17.0" prefWidth="70.0" text="Nickname" />

<Label text="Breed" GridPane.rowIndex="1" />

<Label text="Age" GridPane.rowIndex="2" />

<Label text="City" GridPane.rowIndex="3" />

<Label text="Level of training" GridPane.rowIndex="4" />

<TextField fx:id="breed" GridPane.columnIndex="1" GridPane.rowIndex="1" />

<TextField fx:id="age" GridPane.columnIndex="1" GridPane.rowIndex="2" />

<TextField fx:id="city" GridPane.columnIndex="1" GridPane.rowIndex="3" />

<TextField fx:id="levelOfTraining" GridPane.columnIndex="1" GridPane.rowIndex="4" />

<TextField fx:id="name" GridPane.columnIndex="1" />

</children>

</GridPane>

<Button layoutX="251.0" layoutY="259.0" mnemonicParsing="false" onAction="#create" text="New" AnchorPane.bottomAnchor="10.0" AnchorPane.leftAnchor="230.0" AnchorPane.rightAnchor="130.0" AnchorPane.topAnchor="260.0" />

<Button layoutX="316.0" layoutY="262.0" mnemonicParsing="false" onAction="#edit" text="Edit" AnchorPane.bottomAnchor="10.0" AnchorPane.leftAnchor="290.0" AnchorPane.rightAnchor="70.0" AnchorPane.topAnchor="260.0" />

<Button layoutX="360.0" layoutY="262.0" mnemonicParsing="false" onAction="#delete" text="Delete" AnchorPane.bottomAnchor="10.0" AnchorPane.leftAnchor="350.0" AnchorPane.rightAnchor="10.0" AnchorPane.topAnchor="260.0" />

</children>

</AnchorPane>

</items>

</SplitPane>

</children>

</AnchorPane>

**Второе**

<?xml version="1.0" encoding="UTF-8"?>

<?**import** javafx.scene.control.Button?>

<?**import** javafx.scene.control.Label?>

<?**import** javafx.scene.control.TextField?>

<?**import** javafx.scene.layout.AnchorPane?>

<?**import** javafx.scene.layout.ColumnConstraints?>

<?**import** javafx.scene.layout.GridPane?>

<?**import** javafx.scene.layout.RowConstraints?>

<?**import** javafx.scene.text.Font?>

<AnchorPane prefHeight="200.0" prefWidth="300.0" xmlns="http://javafx.com/javafx/8.0.171" xmlns:fx="http://javafx.com/fxml/1" fx:controller="com.tutorial.controller.NewDogController">

<children>

<GridPane layoutX="31.0" layoutY="25.0" prefHeight="122.0" prefWidth="412.0">

<columnConstraints>

<ColumnConstraints hgrow="SOMETIMES" maxWidth="185.0" minWidth="10.0" prefWidth="149.0" />

<ColumnConstraints hgrow="SOMETIMES" maxWidth="173.0" minWidth="10.0" prefWidth="146.0" />

</columnConstraints>

<rowConstraints>

<RowConstraints minHeight="10.0" prefHeight="30.0" vgrow="SOMETIMES" />

</rowConstraints>

<children>

<Label prefHeight="48.0" prefWidth="178.0" text="Please, write name:">

<font>

<Font size="20.0" />

</font>

</Label>

<TextField fx:id="nickName" prefHeight="36.0" prefWidth="173.0" GridPane.columnIndex="1" />

</children>

</GridPane>

<Button layoutX="222.0" layoutY="149.0" mnemonicParsing="false" onAction="#ok" prefHeight="37.0" prefWidth="95.0" text="Save" />

<Button layoutX="325.0" layoutY="149.0" mnemonicParsing="false" onAction="#cansel" prefHeight="37.0" prefWidth="95.0" text="Cansel" />

</children>

</AnchorPane>

Как выглядит структура папок: ![Введение в Java FX - 11](data:image/png;base64,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)Как видим, ничего особенного, есть контроллеры, представляющие определенные окошки, есть модели представляющие наши данные. Давайте взглянем на класс запускающий приложение (реализация Application): @Data

**public** **class** AppFX **extends** Application {

**private** Stage primaryStage;

**private** AnchorPane rootLayout;

**private** ObservableList listDog = FXCollections.observableArrayList();

**public** AppFX() {

listDog.add(**new** Dog("Fluffy", "Pug", 8, "Odessa", 2));

listDog.add(**new** Dog("Archie", "Poodle", 3, "Lviv", 6));

listDog.add(**new** Dog("Willie", "Bulldog", 5, "Kiev", 4));

listDog.add(**new** Dog("Hector", "Shepherd", 9, "Minsk", 6));

listDog.add(**new** Dog("Duncan", "Dachshund", 1, "Hogwarts", 9));

}

Тут мы видим конструктор, который будет заполнять наши начальные данные (которые храним в специальном листе — ObservableList).

**public** **static** **void** main(String[] args) {

Application.launch();

}

@Override

**public** **void** start(Stage primaryStage) **throws** Exception {

**this**.primaryStage = primaryStage;

**this**.primaryStage.setTitle("Dogs application");

showBaseWindow();

}

Ничего особенного — main и реализация start(), запускающая приложение:

**public** **void** showBaseWindow() {

**try** {

FXMLLoader loader = **new** FXMLLoader();

loader.setLocation(AppFX.**class**.getResource("/maket/rootWindow.fxml"));

rootLayout = loader.load();

Scene scene = **new** Scene(rootLayout);

primaryStage.setScene(scene);

InputStream iconStream = getClass().getResourceAsStream("/icons/someImage.png");

Image image = **new** Image(iconStream);

primaryStage.getIcons().add(image);

BaseController controller = loader.getController();

controller.setAppFX(**this**);

primaryStage.show();

} **catch** (IOException e) {

e.printStackTrace();

}

}

Итак, тут мы видим метод, который мы собственно и запускаем в start(), а именно — задающий настройки нашего базового окна. Таких как на xml макете в ресурсах: задание ему иконки, связывание его с конкретным контроллером, и задание контроллеру ссылки на this класс)

**public** **void** showCreateWindow(Dog dog) {

**try** {

FXMLLoader loader = **new** FXMLLoader();

loader.setLocation(AppFX.**class**.getResource("/maket/new.fxml"));

AnchorPane page = loader.load();

Stage dialogStage = **new** Stage();

dialogStage.setTitle("Wow Wow Wow");

dialogStage.initModality(Modality.WINDOW\_MODAL);

dialogStage.initOwner(primaryStage);

dialogStage.setScene(**new** Scene(page));

CreateController controller = loader.getController();

controller.setDialogStage(dialogStage);

controller.setDog(dog);

dialogStage.showAndWait();

} **catch** (IOException e) {

e.printStackTrace();

}

}

}

Тут мы видим метод, который ответственен за появление второго окна — окна создания новой записи (имени новой собаки). Также задаем контроллер, xml макет, stage и прочее… Следующим рассмотренным классом у нас будет модель, представляющая нашу собаку (инфу о ней): @Data

**public** **class** Dog {

**private** StringProperty name;

**private** StringProperty breed;

**private** IntegerProperty age;

**private** StringProperty city;

**private** IntegerProperty levelOfTraining;

**public** Dog(String name, String breed, **int** age, String city, **int** levelOfTraining) {

**this**.name = **new** SimpleStringProperty(name);

**this**.breed = **new** SimpleStringProperty(breed);

**this**.age = **new** SimpleIntegerProperty(age);

**this**.city = **new** SimpleStringProperty(city);

**this**.levelOfTraining = **new** SimpleIntegerProperty(levelOfTraining);

}

**public** Dog() {

name = **new** SimpleStringProperty();

breed = **null**;

age = **null**;

city = **null**;

levelOfTraining = **null**;

}

}

Тут мы видим два конструктора.Один — почти обычный со всеми аргументами (почти, потому что мы юзаем специальные FX оболочки простых типов) и конструктор без аргументов: его мы используем при создании новой собаки, у которой по началу есть только имя. Контроллер для базового окна: @Data

**public** **class** BaseController {

@FXML

**private** TableView dogs;

@FXML

**private** TableColumn nameList;

@FXML

**private** TextField name;

@FXML

**private** TextField breed;

@FXML

**private** TextField age;

@FXML

**private** TextField city;

@FXML

**private** TextField levelOfTraining;

**private** AppFX appFX;

Тут мы видим наши поля объекта, но в формате TextField. Это формат, который представляет поле для ввода текста. @FXML — аннотация предназначенная для связывания кода Java и соответствующего объекта нашего макета (кнопки, поля или ещё чего-то).

@FXML

**private** **void** initialize() {

nameList.setCellValueFactory(

cellData -> cellData.getValue().getName());

dogs.getSelectionModel().selectedItemProperty().addListener(

(observable, oldValue, newValue) -> showDogsInformation(newValue));

}

Тут мы видим метод для вывода имён собак, справа в списке (его аннотация @FXML связывает с компонентом макета JavaFX TableView).

**public** **void** setAppFX(AppFX appFX) {

**this**.appFX = appFX;

dogs.setItems(appFX.getListDog());

}

**private** **void** showDogsInformation(Dog dog) {

**if** (dog != **null**) {

name.setText(dog.getName() != **null** ? dog.getName().getValue() : **null**);

breed.setText(dog.getBreed() != **null** ? dog.getBreed().getValue() : **null**);

age.setText(dog.getAge() != **null** ? String.valueOf(dog.getAge().get()) : **null**);

city.setText(dog.getCity() != **null** ? dog.getCity().getValue() : **null**);

levelOfTraining.setText(dog.getLevelOfTraining() != **null** ? String.valueOf(dog.getLevelOfTraining().get()) : **null**);

} **else** {

name.setText("");

breed.setText("");

age.setText("");

city.setText("");

levelOfTraining.setText("");

}

}

В первом методе мы видим задание внутренней ссылки на класс, реализующий Application (для того, чтобы можно было дёрнуть его метод для вызова второго окна), и задание начального списка для отображения. Второй же проверяет, есть ли определенные данные текущей собаки, и на основании этого задаёт текстовые поля:

@FXML

**private** **void** delete() {

**int** selectedIndex = dogs.getSelectionModel().getSelectedIndex();

dogs.getItems().remove(selectedIndex);

}

@FXML

**private** **void** edit() {

**int** selectedIndex = dogs.getSelectionModel().getSelectedIndex();

dogs.getItems().set(selectedIndex, **new** Dog(name.getText(), breed.getText(), Integer.valueOf(age.getText()), city.getText(), Integer.valueOf(levelOfTraining.getText())));

}

@FXML

**private** **void** create() {

Dog someDog = **new** Dog();

appFX.showCreateWindow(someDog);

**if** (someDog.getName() != **null** && !someDog.getName().getValue().isEmpty()) {

appFX.getListDog().add(someDog);

}

}

}

Тут мы видим три метода, базового окна, связанных с кнопками: ![Введение в Java FX - 12](data:image/png;base64,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)

* **delete** — по индексу удаляем выбранную(выделенную) собаку;
* **edit** — создаем новую собаку с переданными данными, и задаем ее вместо той которая была до этого;
* **create** — создаем новую собаку и дергаем метод вызова окна создания, передав новый объект, и после закрытия которого если имя не null, то сохраняем нового питомца.

Двигаем дальше, контроллер окна для создания собаки: @Data

**public** **class** CreateController {

**private** Stage dialogStage;

**private** Dog dog;

@FXML

**private** TextField nickName;

@FXML

**private** **void** ok() {

**if** (nickName != **null** && !nickName.getText().isEmpty()) {

dog.setName(**new** SimpleStringProperty(nickName.getText()));

dialogStage.close();

}

}

@FXML

**private** **void** cansel() {

dialogStage.close();

}

}

Тут мы видим связь с текстовым полем в окне, обработки кнопок Save и Cancel, которые так или иначе закрывают окно.